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\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Data Importing and descriptive Analysis\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

#importing the data  
library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.4.4 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.3 ✔ tidyr 1.3.1  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(dplyr)  
  
df <- read.csv("healthcare-dataset-stroke-data.csv", na.strings = "N/A")  
head(df)

## id gender age hypertension heart\_disease ever\_married work\_type  
## 1 9046 Male 67 0 1 Yes Private  
## 2 51676 Female 61 0 0 Yes Self-employed  
## 3 31112 Male 80 0 1 Yes Private  
## 4 60182 Female 49 0 0 Yes Private  
## 5 1665 Female 79 1 0 Yes Self-employed  
## 6 56669 Male 81 0 0 Yes Private  
## Residence\_type avg\_glucose\_level bmi smoking\_status stroke  
## 1 Urban 228.69 36.6 formerly smoked 1  
## 2 Rural 202.21 NA never smoked 1  
## 3 Rural 105.92 32.5 never smoked 1  
## 4 Urban 171.23 34.4 smokes 1  
## 5 Rural 174.12 24.0 never smoked 1  
## 6 Urban 186.21 29.0 formerly smoked 1

#simple preprocessing  
#removing id column  
df <- df[, !(names(df) %in% "id")]  
colnames(df)

## [1] "gender" "age" "hypertension"   
## [4] "heart\_disease" "ever\_married" "work\_type"   
## [7] "Residence\_type" "avg\_glucose\_level" "bmi"   
## [10] "smoking\_status" "stroke"

df$ever\_married = factor(df$ever\_married)  
df$work\_type = factor(df$work\_type)  
df$Residence\_type = factor(df$Residence\_type)  
df$smoking\_status = factor(df$smoking\_status)

#added later  
df$hypertension <- as.numeric(factor(df$hypertension))  
df$heart\_disease <- as.numeric(factor(df$heart\_disease))

df <- df[df$gender != "Other", ]  
df$gender = factor(df$gender)

#removing row with other- only 1 row for that   
str(df)

## 'data.frame': 5109 obs. of 11 variables:  
## $ gender : Factor w/ 2 levels "Female","Male": 2 1 2 1 1 2 2 1 1 1 ...  
## $ age : num 67 61 80 49 79 81 74 69 59 78 ...  
## $ hypertension : num 1 1 1 1 2 1 2 1 1 1 ...  
## $ heart\_disease : num 2 1 2 1 1 1 2 1 1 1 ...  
## $ ever\_married : Factor w/ 2 levels "No","Yes": 2 2 2 2 2 2 2 1 2 2 ...  
## $ work\_type : Factor w/ 5 levels "children","Govt\_job",..: 4 5 4 4 5 4 4 4 4 4 ...  
## $ Residence\_type : Factor w/ 2 levels "Rural","Urban": 2 1 1 2 1 2 1 2 1 2 ...  
## $ avg\_glucose\_level: num 229 202 106 171 174 ...  
## $ bmi : num 36.6 NA 32.5 34.4 24 29 27.4 22.8 NA 24.2 ...  
## $ smoking\_status : Factor w/ 4 levels "formerly smoked",..: 1 2 2 3 2 1 2 2 4 4 ...  
## $ stroke : int 1 1 1 1 1 1 1 1 1 1 ...

#checking for NA values

na\_values <- sum(is.na(df))  
na\_values\_per\_column <- colSums(is.na(df))  
na\_values\_per\_column

## gender age hypertension heart\_disease   
## 0 0 0 0   
## ever\_married work\_type Residence\_type avg\_glucose\_level   
## 0 0 0 0   
## bmi smoking\_status stroke   
## 201 0 0

#bmi has 201 na values. Check the distribution to see if mean imputation or meadian imputation should be done

library(ggplot2)  
  
  
# Create density plot  
density\_plot <- ggplot(df, aes(x = bmi)) +  
 geom\_density(fill = "skyblue", color = "blue", alpha = 0.5) +  
 labs(title = "Density Plot of Bmi",  
 x = "bmi",  
 y = "Density")  
  
# Create histogram  
histogram\_plot <- ggplot(df, aes(x = bmi)) +  
 geom\_histogram(fill = "skyblue", color = "blue", alpha = 0.5, bins = 30) +  
 labs(title = "Histogram of Bmi",  
 x = "bmi",  
 y = "Frequency")  
  
# Display both plots  
print(density\_plot)

## Warning: Removed 201 rows containing non-finite values (`stat\_density()`).

![](data:image/png;base64,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)

print(histogram\_plot)

## Warning: Removed 201 rows containing non-finite values (`stat\_bin()`).
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#right skewed so impute with median

median\_bmi <- median(df$bmi, na.rm = TRUE)  
df$bmi[is.na(df$bmi)] <- median\_bmi

#Descriptive statistics

summary(df)

## gender age hypertension heart\_disease ever\_married  
## Female:2994 Min. : 0.08 Min. :1.000 Min. :1.000 No :1756   
## Male :2115 1st Qu.:25.00 1st Qu.:1.000 1st Qu.:1.000 Yes:3353   
## Median :45.00 Median :1.000 Median :1.000   
## Mean :43.23 Mean :1.097 Mean :1.054   
## 3rd Qu.:61.00 3rd Qu.:1.000 3rd Qu.:1.000   
## Max. :82.00 Max. :2.000 Max. :2.000   
## work\_type Residence\_type avg\_glucose\_level bmi   
## children : 687 Rural:2513 Min. : 55.12 Min. :10.30   
## Govt\_job : 657 Urban:2596 1st Qu.: 77.24 1st Qu.:23.80   
## Never\_worked : 22 Median : 91.88 Median :28.10   
## Private :2924 Mean :106.14 Mean :28.86   
## Self-employed: 819 3rd Qu.:114.09 3rd Qu.:32.80   
## Max. :271.74 Max. :97.60   
## smoking\_status stroke   
## formerly smoked: 884 Min. :0.00000   
## never smoked :1892 1st Qu.:0.00000   
## smokes : 789 Median :0.00000   
## Unknown :1544 Mean :0.04874   
## 3rd Qu.:0.00000   
## Max. :1.00000

The summary statistics provided represent data on various attributes for a group of individuals, including gender, age, health conditions, marital status, work type, residence type, average glucose level, body mass index (BMI), smoking status, and stroke occurrence.

The dataset consists of 5,109 individuals, with a gender distribution of 2,994 females and 2,115 males; there are no individuals identified as ‘Other’. Age in the dataset ranges from 0.08 to 82 years, with a median age of 45 years, indicating a middle-aged population. In terms of health conditions, 9.748% have hypertension, and 5.402% have heart disease.

Regarding marital status, 3,353 individuals are married, while 1,756 are not. Work type categories include children (687 individuals), government jobs (657), never worked (22), private sector jobs (2,924), and self-employed (819). The individuals are almost evenly split between rural (2,513) and urban (2,596) residence types.

The average glucose level in the group is 106.14 mg/dL, with a range from 55.12 to 271.74 mg/dL. The BMI values range from 10.3 to 97.6, with a mean of 28.86, indicating that the average individual is overweight according to WHO standards.

As for smoking status, the dataset includes 884 individuals who formerly smoked, 1,892 who never smoked, 789 who currently smoke, and 1,544 whose smoking status is unknown. Lastly, the prevalence of stroke in this population is 4.874%, which aligns with the dataset’s median and mean values being close to 0, suggesting that the majority of individuals have not experienced a stroke.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Exploratory Data Analysis\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

library(ggplot2)  
  
  
# Create density plot  
density\_plot <- ggplot(df, aes(x = avg\_glucose\_level)) +  
 geom\_density(fill = "skyblue", color = "blue", alpha = 0.5) +  
 labs(title = "Density Plot of Average Glucose Level",  
 x = "Average Glucose Level",  
 y = "Density")  
  
# Create histogram  
histogram\_plot <- ggplot(df, aes(x = avg\_glucose\_level)) +  
 geom\_histogram(fill = "skyblue", color = "blue", alpha = 0.5, bins = 30) +  
 labs(title = "Histogram of Average Glucose Level",  
 x = "Average Glucose Level",  
 y = "Frequency")  
  
# Display both plots  
print(density\_plot)
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print(histogram\_plot)
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Bmi vs Glucose level

# Load the ggplot2 library  
library(ggplot2)  
  
# Create the scatter plot  
ggplot(df, aes(x = bmi, y = avg\_glucose\_level)) +  
 geom\_point(color = "skyblue", alpha = 0.6) + # Add points with color and transparency  
 labs(x = "bmi", y = "Average Glucose Level", title = "Scatter Plot of Bmi vs. Average Glucose Level") + # Add labels and title  
 theme\_minimal() + # Set minimal theme  
 theme(  
 plot.title = element\_text(size = 16, face = "bold", hjust = 0.5), # Title customization  
 axis.title = element\_text(size = 14), # Axis label customization  
 axis.text = element\_text(size = 12) # Axis text customization  
 )
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Age vs stroke Box plot

# Create the box plot  
boxplot\_age\_vs\_stroke <- ggplot(df, aes(x = factor(stroke), y = age, fill = factor(stroke))) +  
 geom\_boxplot() +  
 labs(title = "Boxplot of Age by Stroke Status",  
 x = "Stroke Status", y = "Age",  
 fill = "Stroke Status") +  
 scale\_fill\_manual(values = c("0" = "#4CAF50", "1" = "#F44336")) + # Custom colors for stroke status  
 theme\_minimal()  
  
# Display the box plot  
print(boxplot\_age\_vs\_stroke)
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Work type count based on stroke

# Create a dataframe to calculate the total count of each work type and stroke status  
work\_type\_stroke\_count <- df %>%  
 group\_by(work\_type, stroke) %>%  
 summarise(count = n()) %>%  
 ungroup() %>%  
 mutate(stroke = factor(stroke, levels = c(0, 1), labels = c("No Stroke", "Stroke")))

## `summarise()` has grouped output by 'work\_type'. You can override using the  
## `.groups` argument.

# Calculate total count of each work type  
total\_counts <- work\_type\_stroke\_count %>%  
 group\_by(work\_type) %>%  
 summarise(total\_count = sum(count))  
  
# Create a pie chart  
# Create the pie chart with beautifications  
pie\_chart <- ggplot(total\_counts, aes(x = "", y = total\_count, fill = work\_type)) +  
 geom\_bar(stat = "identity", width = 1, color = "white") + # Add white outline to bars  
 coord\_polar("y", start = 0) + # Convert bar plot to pie chart  
 labs(title = "Distribution of Work Types",  
 fill = "Work Type",  
 x = NULL,  
 y = NULL) + # Remove axis labels  
 theme\_void() + # Remove axis lines and labels  
 scale\_fill\_manual(values = c("Private" = "#4CAF50",   
 "Self-employed" = "#FFC107",   
 "Govt\_job" = "#2196F3",   
 "children" = "#9C27B0",   
 "Never\_worked" = "#E91E63")) + # Custom colors for each work type  
 theme(  
 plot.title = element\_text(size = 16, face = "bold", hjust = 0.5), # Title customization  
 legend.title = element\_text(size = 12, face = "bold"), # Legend title customization  
 legend.text = element\_text(size = 10), # Legend text customization  
 legend.position = "right" # Legend position  
 )  
  
# Display the beautified pie chart  
print(pie\_chart)
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library(ggplot2)  
  
# Create a dataframe to calculate the total count of each gender and stroke status  
gender\_stroke\_count <- df %>%  
 group\_by(gender, stroke) %>%  
 summarise(count = n()) %>%  
 ungroup() %>%  
 mutate(stroke = factor(stroke, levels = c(0, 1), labels = c("No Stroke", "Stroke")))

## `summarise()` has grouped output by 'gender'. You can override using the  
## `.groups` argument.

# Create the stacked bar plot  
stacked\_bar\_plot <- ggplot(gender\_stroke\_count, aes(x = gender, y = count, fill = stroke)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 labs(title = "Barchart of Stroke Cases by Gender",  
 x = "Gender",  
 y = "Count",  
 fill = "Stroke Status") +  
 scale\_fill\_manual(values = c("No Stroke" = "skyblue", "Stroke" = "salmon")) +  
 theme\_minimal()  
  
# Display the stacked bar plot  
print(stacked\_bar\_plot)
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library(ggplot2)  
  
# Create a dataframe to calculate the total count of each heart disease status and stroke status  
heart\_disease\_stroke\_count <- df %>%  
 group\_by(heart\_disease, stroke) %>%  
 summarise(count = n()) %>%  
 ungroup() %>%  
 mutate(stroke = factor(stroke, levels = c(0, 1), labels = c("No Stroke", "Stroke")),  
 heart\_disease = factor(heart\_disease, levels = c(0, 1), labels = c("No Heart Disease", "Heart Disease")))

## `summarise()` has grouped output by 'heart\_disease'. You can override using the  
## `.groups` argument.

# Create the stacked bar plot  
stacked\_bar\_plot\_heart\_disease <- ggplot(heart\_disease\_stroke\_count, aes(x = heart\_disease, y = count, fill = stroke)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 labs(title = "Barchart of Stroke Cases by Heart Disease Status",  
 x = "Heart Disease Status",  
 y = "Count",  
 fill = "Stroke Status") +  
 scale\_fill\_manual(values = c("No Stroke" = "skyblue", "Stroke" = "salmon")) +  
 theme\_minimal()  
  
# Display the stacked bar plot  
print(stacked\_bar\_plot\_heart\_disease)
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library(ggplot2)  
  
# Create a dataframe to calculate the total count of each ever married status and stroke status  
ever\_married\_stroke\_count <- df %>%  
 group\_by(ever\_married, stroke) %>%  
 summarise(count = n()) %>%  
 ungroup() %>%  
 mutate(stroke = factor(stroke, levels = c(0, 1), labels = c("No Stroke", "Stroke")),  
 ever\_married = factor(ever\_married, levels = c("Yes", "No")))

## `summarise()` has grouped output by 'ever\_married'. You can override using the  
## `.groups` argument.

# Create the stacked bar plot  
stacked\_bar\_plot\_ever\_married <- ggplot(ever\_married\_stroke\_count, aes(x = ever\_married, y = count, fill = stroke)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 labs(title = "Distribution of Stroke Cases by Ever Married Status",  
 x = "Ever Married Status",  
 y = "Count",  
 fill = "Stroke Status") +  
 scale\_fill\_manual(values = c("No Stroke" = "skyblue", "Stroke" = "salmon")) +  
 theme\_minimal()  
  
# Display the stacked bar plot  
print(stacked\_bar\_plot\_ever\_married)
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# Create a dataframe to calculate the total count of each residence type and stroke status  
residence\_type\_stroke\_count <- df %>%  
 group\_by(Residence\_type, stroke) %>%  
 summarise(count = n()) %>%  
 ungroup() %>%  
 mutate(stroke = factor(stroke, levels = c(0, 1), labels = c("No Stroke", "Stroke")))

## `summarise()` has grouped output by 'Residence\_type'. You can override using  
## the `.groups` argument.

# Create the stacked bar plot  
stacked\_bar\_plot\_residence\_type <- ggplot(residence\_type\_stroke\_count, aes(x = Residence\_type, y = count, fill = stroke)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 labs(title = "Distribution of Stroke Cases by Residence Type",  
 x = "Residence Type",  
 y = "Count",  
 fill = "Stroke Status") +  
 scale\_fill\_manual(values = c("No Stroke" = "skyblue", "Stroke" = "salmon")) +  
 theme\_minimal()  
  
# Display the stacked bar plot  
print(stacked\_bar\_plot\_residence\_type)
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# Load the required library  
library(corrplot)

## Warning: package 'corrplot' was built under R version 4.3.3

## corrplot 0.92 loaded

# Compute the correlation matrix  
correlation\_matrix <- cor(df[, sapply(df, is.numeric)])  
  
# Create the correlation heatmap  
corrplot(correlation\_matrix, method = "color", type = "upper",   
 tl.col = "black", tl.srt = 45,   
 addrect = 2, order = "hclust",   
 col = colorRampPalette(c("blue", "white", "red"))(200))
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#standardizing the dataset  
library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

# List of numeric columns you want to standardize  
numeric\_columns <- c("age", "avg\_glucose\_level", "bmi")  
  
# Use preProcess to standardize (z-score normalization)  
preproc <- preProcess(df[, numeric\_columns], method = c("center", "scale"))  
  
# Standardize the data  
df\_standardized <- predict(preproc, df[, numeric\_columns])  
  
# Replace the original columns with the standardized data  
df[, numeric\_columns] <- df\_standardized

#checking the class distribution

table(df$stroke)

##   
## 0 1   
## 4860 249

#From all of the above analysis, we can see that the dataset is imbalanced. We will balance the dataset through the process of oversampling.

prop.table(table(df$stroke))

##   
## 0 1   
## 0.95126248 0.04873752

# The process of oversampling - SMOTE

library(ROSE)

## Warning: package 'ROSE' was built under R version 4.3.3

## Loaded ROSE 0.0-4

library(caret)  
  
#split the data into training and testing set  
set.seed(25) # for reproducibility  
sample\_size <- floor(0.75 \* nrow(df)) # 75% for training  
train\_indices <- sample(seq\_len(nrow(df)), size = sample\_size)  
  
train\_set <- df[train\_indices, ]  
test\_set <- df[-train\_indices, ]

train\_set$stroke <- factor(train\_set$stroke, levels = c(0, 1))  
test\_set$stroke <- factor(test\_set$stroke, levels = c(0, 1))

balanced\_train\_set <- ovun.sample(stroke ~ ., data = train\_set, method = "over")$data

The oversampling methodology report describes the utilization of the ovun.sample() function from the ROSE package in R to address class imbalance in a dataset, focusing particularly on balancing the ‘stroke’ variable. This approach involves taking the original ‘train\_set’ and applying oversampling to augment the minority class. The function is set with method = “over”, directing it to increase the minority class’s presence by creating synthetic samples that are statistically similar to existing ones, though not identical. The result is the ‘balanced\_train\_set’, a modified version of the original dataset with a better balance between classes, aiming to improve the outcomes of predictive modeling by providing a more equitable data foundation. This method is primarily designed to reduce the skewness in class distribution, thus potentially enhancing the performance of subsequent analyses and model training.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*KNN\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

ctrl <- trainControl(method = "cv", number = 5)  
knn\_model <- train(stroke ~ ., data = balanced\_train\_set, method = "knn", trControl =  
ctrl, preProcess = c("center", "scale"))

final\_model <- train(stroke ~ ., data = balanced\_train\_set, method = "knn", trControl =  
ctrl, preProcess = c("center", "scale"), tuneGrid = data.frame(k =  
knn\_model$bestTune$k))

knn\_probs <- predict(final\_model, newdata = test\_set, type = "prob")  
knn.pred <- rep("0", length(test\_set$stroke))  
knn.pred[knn\_probs[, "1"] > 0.5] <- "1"  
###  
table(knn.pred, test\_set$stroke)

##   
## knn.pred 0 1  
## 0 996 43  
## 1 218 21

mean(knn.pred == test\_set$stroke)

## [1] 0.7957746

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Random Forest\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

library(randomForest)

## Warning: package 'randomForest' was built under R version 4.3.3

## randomForest 4.7-1.1

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

X <- balanced\_train\_set[, -which(names(balanced\_train\_set) %in% c("stroke"))] # Features  
y <- balanced\_train\_set$stroke # Target variable  
  
# Fit the Random Forest classifier  
rf\_model <- randomForest(x = X, y = y, ntree = 100)  
  
# Print the model summary  
print(rf\_model)

##   
## Call:  
## randomForest(x = X, y = y, ntree = 100)   
## Type of random forest: classification  
## Number of trees: 100  
## No. of variables tried at each split: 3  
##   
## OOB estimate of error rate: 0.94%  
## Confusion matrix:  
## 0 1 class.error  
## 0 3577 69 0.01892485  
## 1 0 3677 0.00000000

X\_new <- test\_set[, -which(names(test\_set) %in% c("stroke"))] # Features  
  
# Make predictions using the trained Random Forest model  
predictions <- predict(rf\_model, newdata = X\_new)

confusionMatrix(predictions, test\_set$stroke)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 1197 60  
## 1 17 4  
##   
## Accuracy : 0.9397   
## 95% CI : (0.9253, 0.9522)  
## No Information Rate : 0.9499   
## P-Value [Acc > NIR] : 0.9551   
##   
## Kappa : 0.0711   
##   
## Mcnemar's Test P-Value : 1.698e-06   
##   
## Sensitivity : 0.9860   
## Specificity : 0.0625   
## Pos Pred Value : 0.9523   
## Neg Pred Value : 0.1905   
## Prevalence : 0.9499   
## Detection Rate : 0.9366   
## Detection Prevalence : 0.9836   
## Balanced Accuracy : 0.5242   
##   
## 'Positive' Class : 0   
##

accuracy <- mean(predictions == test\_set$stroke)  
accuracy

## [1] 0.9397496

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Decision Tree\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

library(rpart)  
  
# Fit the decision tree classifier  
dt\_model <- rpart(  
 formula = stroke ~ .,  
 data = balanced\_train\_set  
)

predictions\_dt <- predict(dt\_model, newdata = test\_set, type = "class")

confusionMatrix(predictions\_dt, test\_set$stroke)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 769 7  
## 1 445 57  
##   
## Accuracy : 0.6463   
## 95% CI : (0.6194, 0.6726)  
## No Information Rate : 0.9499   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.1236   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.6334   
## Specificity : 0.8906   
## Pos Pred Value : 0.9910   
## Neg Pred Value : 0.1135   
## Prevalence : 0.9499   
## Detection Rate : 0.6017   
## Detection Prevalence : 0.6072   
## Balanced Accuracy : 0.7620   
##   
## 'Positive' Class : 0   
##

accuracy <- mean(predictions\_dt == test\_set$stroke)  
accuracy

## [1] 0.6463224

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*SVM\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

library(e1071)

## Warning: package 'e1071' was built under R version 4.3.3

# Fit the SVM classifier  
svm\_model <- svm(  
 formula = stroke ~ .,  
 data = balanced\_train\_set  
)

predictions\_svm <- predict(svm\_model, newdata = test\_set)

confusionMatrix(predictions\_svm, test\_set$stroke)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 871 12  
## 1 343 52  
##   
## Accuracy : 0.7222   
## 95% CI : (0.6968, 0.7466)  
## No Information Rate : 0.9499   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.1536   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.7175   
## Specificity : 0.8125   
## Pos Pred Value : 0.9864   
## Neg Pred Value : 0.1316   
## Prevalence : 0.9499   
## Detection Rate : 0.6815   
## Detection Prevalence : 0.6909   
## Balanced Accuracy : 0.7650   
##   
## 'Positive' Class : 0   
##

accuracy <- mean(predictions\_svm == test\_set$stroke)  
accuracy

## [1] 0.7222222